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Abstract: This paper presents the concept of checking the completeness of data after the 
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Developed algorithm of data completeness verification is presented and the results of its 

implementation. 
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1. Introduction 

 

The development of information technologies allow you to create new solutions in 

many different areas or improve existing ones. In contemporary information structures, 

whose architecture is often created based on distributed solutions, using appropriate 

communication tools is essential [1]. This applies to manufacturing companies, which 

production activities take place often on large manufacturing plants and are subjected to the 

processes of automation and computerization. This results in a large amount of demanding 

top-down management or control information entities which are generating greater amounts 

of (often redundant) data [8]. Due to the specific operation of enterprise information 

systems, data exchange between them must be free of randomness, and the method of 

communication must be determined in advance. In the mechanisms for the exchange of 

information, in addition to the transmission of information, equally important is the role of 

the transformation, which is necessary because of differences even in the way they are 

stored. It is particularly important for the smooth flow of information between the two 

classes of systems occurring in the information structure of production enterprise: MES 

(Manufacturing Execution Systems) and ERP (Enterprise Resource Planning). In the flow 

of data between the systems B2MML language is used. This language specification has 

been built on the basis of the ISA-95 standard in compliance with the specification of 

XML. Responsible for the transformation is XSL language, closely related to the public 

standard XML. Despite having the right tools of transformation, data transformation is not 

flawless. Generally, this process causes the loss of information due to incorrectly defined 

rules of transition, or their lack. The purpose of this paper is to present the concept of a 

solution to check the completeness of the data undergoing the conversion process.  
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2. Data flow between enterprise production systems 

 

2.1 Information structure in production enterprise 

 

In all manufacturing companies, data acquisition and its management on production 

layer should serve to raise the efficiency and reliability of production. The acquisition is a 

key element in the decision making process and at every level of management in the 

company - from the operational services and maintenance, through the departments of 

engineering, to the administrative units.  

These levels also have their reference in the hierarchical information structure of the 

company. At the lowest level there are sensors, actuators and a variety of industrial 

automation devices having a direct connection with the company‟s shop floor layer. Level 

above is domain of the Supervisory Control And Data Acquisition (SCADA), Computer 

Numerical Control (CNC), Programmable Logic Controller (PLC) and other industrial 

control systems. These systems operate in real time and despite of being responsible for 

data collection they have also control of machines and production lines components in their 

agenda[7]. In execution of production and high-level management areas in an industrial 

enterprise, there are two classes of systems used – Manufacturing Execution Systems 

(MES) and Enterprise Resource Planning (ERP), respectively. MES systems are 

responsible for the effective realization of the production process on the basis of accurate 

and up-to-date production data from lower-level systems. ERP domain is the management 

of the company which includes supply chain 

management, human resources, finance, etc. 

The above-mentioned systems are mutually 

complementary solutions and their possible 

interoperability adds value to the company. 

Their co-operation and the associated 

mutual communication is as important as 

any functionality that different systems 

provide, regardless of the presence of any 

other systems instances in the company‟s 

information structure. An important element 

of a modern MES system is the ability to 

seamlessly integrate with automation 

systems. To do that the common, open 

communication standards such as ISA-88 

and OPC are used [3]. In the case of 

exchange of information from MES system 

with the parent ERP system is used ISA-95 

standard and based on the XML-functional 

implementation – Business To 

Manufacturing Markup Language 

(B2MML). The exchange of information 

between those two class of systems (MES 

and ERP) is as important to the company as 

the data flow between the other levels. It is 

the subject of discussion of this paper, in 

particular, the analysis of the loss arising 
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from the information. Figure 1 shows the hierarchical model of information systems in the 

industrial structure including communication standards. 

 

2.2. ISA-95 standard and B2MML language 

 

ANSI/ISA-95 Enterprise-Control System Integration is an international standard 

approved by a group of manufacturers, systems‟ providers and their contributors. It is 

described in several documents broadly understood systems integration methodology, 

which consists of five parts. If we assume that the ISA-95 standard presents a theory on the 

integration of management (ERP) and production (MES) systems, the B2MML language 

should be recognized as  the executive arm of that standard. In [2] the author gives a simple 

definition B2MML language as XML-based implementation of the ANSI/ISA-95 standard. 

B2MML contains a set of XML schemas defined in the eXtensible Schema Definition 

(XSD) language, which include definitions of object-oriented models drawn from the 

content of the ISA-95 standard. The main goal for the language is to mediate in the process 

of integration by conversion of data and the structure of messages exchanged between the 

systems. The combination of XML and ISA-95 provides many tangible benefits in the 

process of information transfer. Besides its openness, simplicity and independence, XML 

schemas are easily adaptable to the needs of data exchange, which requires preserving the 

uniformity and consistency of the data structure. A significant advantage of XML and 

B2MML is the legibility of the information resulting from a clear structure. However, it‟s 

important to notice that the B2MML is not standard but an interpretation of standard and 

that the small details can be understood differently by different system vendors and users. 

 

2.3. Style-sheet-based data transformation 

 

EXtensible Stylesheet Language (XSL) in an XML-based transformation language of 

XML documents. It allows to translate documents from one format such as XML to any 

other format compatible with XML syntax, including the above-mentioned B2MML. With 

great simplicity, ease of implementation and widespread use of XML as a standard for 

information recording, XSL is a universal tool which applies to many types of software [9]. 

The input in the transformation process is the source XML document and XSL 

stylesheet that specifies an XML document transformation. A stylesheet is made up of 

templates. Each template describes how to convert a part of the input document to the 

output document fragment. These data are processed by an XSLT processor - an application 

that can interpret XSLT stylesheet and - basing on input - generate the output document. 

Execution of transformation is based on evoking a template matching a specific input 

element. Figure 2 shows a simplified diagram of the flow of information with inclusion of  

message transformation to B2MML intermediate format. In addition to the above 

description, it should be added that the document B2MML (like any XML document) is not 

a "flat" file. It has a tree structure, and the data stored in it are hierarchical. XSLT uses 

templates to the tree elements that match selected patterns, and therefore XSLT provides a 

set of rules describing the transformation of one XML tree to new one. The processor in the 

transformation process creates a new tree. 

The mechanism of the XSLT processor work during the transformation process can be 

divided into two major parts. At first, XML document is prepared for transformation, and 

then transformation process is performed. As a preparatory step, parsing of XSLT 

stylesheet and the source XML document is primarily made. As a result of the parse their 
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trees are created. Then, the excess whitespace are removed from documents, followed by 

the attachment of standard XSLT rules to the trees. 

 

 
Fig. 2. Schema of the information flow between IT systems  

including the transformation process 

 

After dissection of documents, processor goes to the core of the transformation. First, it 

creates a main element of the output tree, and then elements of the input tree from the root 

element are processed, and as a result is the output tree returned. Within the content of the 

output tree, each element of the input tree is processed according to standard procedure. As 

part of it, the best template to match the transformed node is sought. Of all the templates 

that match the processed element, the template with the highest priority is selected. These 

activities are repeated in a loop for each item in the source tree. 

 

2.4. Inadequacies of data processing  

 

The biggest drawback of transformations performed by XSL stylesheets is formation of 

incomplete output files stripped of the part of data from the input document. Some of the 

data from the source file is lost during the conversion. This is primarily the result of 

incorrectly defined XSL transformation files, which are devoid of template definition 

responsible for the conversion of specific information. In the absence of such a template, 

information is completely ignored by the XSLT processor and overlooked when creating a 

new data structure in the output file. 

Another issue is the common problem of lack of certain information in the source file, 

which is expected by the target system. This is the consequence of specificity of certain 

system operation, which does not provide the information needed by other co-operating 

systems because it does not need it t work for itself. Stylesheets alone does not create non-

existing data even if they have templates prepared for their conversion. Therefore,  it is 

impossible to supplement an output document with a missing data during the 

transformation process. The question arises what lacks after conversion and what are the 

structural differences of the data between the source and output files. To answer this, a look 

at the structure of documents as well as particular transaction operations carried out in the 

conversion process is needed. When sending messages by input system to another 

dedicated system, they pass double transformation process. They go to the middleware 

layer that translates metadata and structure of messages into B2MML document (schema 

conversion), and then translates data from the B2MML format to the target figure. Metadata 

and structure information transformation into appropriate for target system requires not 

only a transformation of metadata but also its semantic parts, if necessary (data 
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conversion). This situation can occur for example, when you change the format of a date, 

when one of the systems determines the order by day-month-year and another by month-

day-year. Only after this treatment and obtaining a guarantee that a proper system will 

receive it, the document can be forwarded [6]. 

 

3. Data completeness verification 

 

3.1. Classes of differences in data structure 

 

Basing on the analysis of the data transformation process, stylesheets content and 

comparison of the contents of files before and after conversion, the four basic classes of 

changes made in the structure of documents and the resulting differences between them 

were determined by the author: 

- renaming of nodes (metadata), including namespaces, 

- changing of data format (node or attribute values), 

- data transfer from or to a list of attributes of the particular nodes (due to lack of the 

existence of an attribute node or redundant),  

- change in the structure (schema) of the document by moving subordination of 

particular nodes to other (related to the lack of appropriate node in the localization 

or the existence of redundant). 

Types of changes in the following example from [5] are shown in Tab. 3. 

 

Tab. 5. Comparison of document content before and after its transformation 

 
 

3.2. Syntax analysis 

 

Among the potential differences in the data structure special attention focuses a problem 

that constitutes the composition of two and even more of the basic types of differences 
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listed in point. 3.1. Quite likely the situation can occur in which compared files will have 

important differences in the structure related with the node transfer in the structure to 

another location and alteration of its name and the format of the information it holds at the 

same time. An example of such a node is an element <StartTime> (formed from element 

<BeginTime>) located in B2MML message presented in the Table. 1, the value of which is 

given in two different forms (fomats). 

The original form of the algorithm of data completeness verification dealt with each of 

the individual differences. Thus, if a node was not present in the output structure, or there 

were more of them than the original version, the algorithm detected this difference, reported 

it and proceeded to further tree elements. Thus, in the hypothetical situation in which one 

node is moved to a lower level and becomes subject to a different element, the algorithm 

reported incomplete data. In fact, this particular information was still contained in the 

message, but elsewhere. This problem would not be too difficult to detect if transferred 

elements had the same name,  for each node from the source file is compared according to 

this criterion to nodes in a file that has undergone a process of transformation. The question 

therefore arises how to associate the two elements together, which are not only at different 

levels of the hierarchy of their documents, but also have other names, even though they 

store the same information. One solution can be inclusion of lexical dictionaries associating 

individual words and phrases with their synonyms and equivalents. Another option, 

proposed by the author is to parse the data and metadata. If similarities in syntax of tags 

(node names) are found, an assumption can be made that a particular value of the 

comparator element comes from the element to which it is compared. 

Regardless of the check node name, a similar mechanism of textual analysis may be 

used in the case of data, the format of which can vary. Only by combining the two 

mechanisms of verification of the data completeness it can be determined if compared 

nodes exceed arbitrarily set the similarity threshold and therefore can be treated as identical 

or not. To achieve this objective, syntax analysis was based on the Levenshtein distance, 

which calculation algorithm belongs to the group of edit algorithms. 

 

3.3. Levenshtein distance 

 

Levenshtein distance was proposed by Vladimir Levenshtein in 1965, as a measure of 

dissimilarity words (finite strings) [4]. Informally, it is assumed that the Leveshtein 

distance between the two words is equal to the number of single-character modifications 

necessary to change one word to another. Distance is defined as the minimum number of 

changes needed to transform one string into another, and the modification can take place 

only through the operations of insertion, deletion or substitution of the character. Equation 

(1) presents the mathematical definition of the Levenshtein distance, where: 

lev - means Levenshtein distance, 

a, b - two compared strings, 

i, j - length of strings a and b, respectively [4]. 
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Fig. 3 Diagram of the data completeness verification algorithm 
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The value of Levenshtein distance for the example words: MARK and ARIADA is 5, 

because it takes at least five actions to transform the first word in the second: removing the 

letter M, switching letter K on I and adding three letters: D and A (two times). 

 

3.4. Data completeness verification algorithm 

 

Basing on the classification of the differences between files presented in point 3.1 and 

Levenshtein distance calculations discussed in point 3.3 used for syntax analysis, the 

algorithm has been developed to check the completeness of data (Fig. 3). It is designed to 

compare the contents of files before and after the transformation discussed in terms of types 

of differences and including parsing. 

The mechanism operates according to the following procedure: 

1. Initiating of algorithm. 

2. Reading from interface a minimum degree of similarity required to define two 

different elements as similar. 

3. Reading compared XML files. 

4. Decomposition of loaded XML files to the list of nodes (two lists - the source and 

target elements). 

5. Designation (flagging) all listed nodes as 'not found'. 

6. Assigning to each node on the list its path in the tree (XPath). 

7. Execution of the set of instructions on each „not found‟ node from the source list, 

including: 

a. Verification whether a node in source list was found in the target list 

(checking  whether the element on the target list has the same path in the 

tree). 

b. Selection among „not found‟ nodes all 'similar' nodes to the comparator one. 

Default as 'similar' are treated all nodes that have the same name as the node 

sought. 

c. Selection of the node with the highest similarity among the „similar‟ nodes. 

The similarity is defined as the sum of points given for: 

- the value of a text node (using the Levenshtein algorithm), 

- attributes, 

- the name of the element (using the Levenshtein algorithm), 

- namespace, 

- node‟s child elements. 

d. Verification if the node selected as the most similar (the one that received the 

most points during the comparison) is sufficiently similar (exceeds the 

minimum similarity threshold specified in point 2). 

e. Replacement of the path of compared element to the path of its counterpart 

from the source list (this involves a change in the XPath for all node‟s child 

elements) in the case of fulfillment of the condition set out in point. 7d. 

f. Reporting of finding node. In the list of target nodes, a node was found with 

the same path as the source node. Both nodes are marked as „found‟. 

8. After marking the node as a 'Found' the algorithm proceeds to perform a series of 

operations on the found elements of the products, including: 

a. comparison of the text nodes (without the text of the child nodes (children) if 

they are nested). 

b. verification if the text node values are equal. 
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c. if there is difference, notification message containing information on the 

Levenshtein distance between the compared values is presented. 

d. comparison of all the attributes of nodes. It includes both locating source 

attributes in the target node, as well as its value comparison. 

e. verification if the nodes have the same set of attributes. If the attributes are 

different (lack of attribute or redundant in the output node , different attribute 

values) the message is reported. 

f. comparison of namespaces to which nodes belong. 

g. verification if the nodes namespaces are identical. If the nodes belong to 

different namespace, the message is reported. 

9. Verification if all nodes were compared (this checking allow to complete loop 

which is starting at point 7). 

10. Verification if new problems have occurred after the loop completion. 

11. Verification if the lists of nodes (source / target) have still „not found‟ elements. 

12. Reporting message for each „not found‟ item in the list of nodes. 

13. Stop. 

By reporting notification message author meant exposure of the problem, which 

contains information on: 

•  class difference 

•  detailed information on the difference 

•  line of the document, in which the problem occur. 

 

4. Conclusions 

 

To pursue the purpose of this study an application was developed, which main task is 

comparing files in XML format, followed by determining the degree of completeness of the 

data compared to the reference document. The application has the ability to verify 

compliance with the specifications of an XML document, and the contents of its syntactic 

and semantic. The program contains simple code editor, which allows to edit documents. 

The application was written in C#, and to start it .NET Framework 4.0 installed is needed. 

This solution has been tested on sample XML documents generated by the Wonderware 

MES system and files created by converting them to a format compatible with the B2MML 

specification. The results of the program are at the present stage of its development in line 

with expectations. This solution is part of the theory associated with the data exchange 

between ERP and MES as a middleware element which resides in environment of those 

systems. It allows to compare data from different backgrounds together and on the basis of 

differences between them to facilitate the completion of overlooked in the process of 

exchange information. It is an added value to the solution, which ultimate goal is 

interoperability at the management system level in a production enterprise. The current 

form of the algorithm can be developed for another methods of parsing. 
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